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## Data Visualization

The process of representing trends and correlations in our data visually is called [Data Visualization](https://www.simplilearn.com/tutorials/python-tutorial/data-visualization-in-python). Data visualization is the heart of data analysis. Making plots and static or interactive visualizations is one of the most important tasks for data analysis. Data visualization is more effective than plain numbers at providing an overview or a summary of data. It helps us understand the underlying structure of a dataset. To perform data visualization in python, we can use various data visualization [libraries](https://www.geeksforgeeks.org/libraries-in-python/) such as Matplotlib, Seaborn, etc. Instead of writing a lot of complex code to draw a graph, you can use a few commands from one of these libraries. Each library has its own features and advantages.

## Matplotlib

[Matplotlib](https://www.geeksforgeeks.org/python-introduction-matplotlib/) is a 2D plotting library that was initially released in 2003 and it's the most popular and widely used library in the Python community. It comes with an interactive environment across multiple platforms. You can use [Matplotlib](https://matplotlib.org/cheatsheets/_images/handout-beginner.png) to create [plots](https://www.w3schools.com/python/matplotlib_plotting.asp), [bar charts](https://www.w3schools.com/python/matplotlib_bars.asp), [pie charts](https://www.w3schools.com/python/matplotlib_pie_charts.asp), [histograms](https://www.w3schools.com/python/matplotlib_histograms.asp), [scatterplots](https://www.w3schools.com/python/matplotlib_scatter.asp), [error charts](https://www.geeksforgeeks.org/errorbar-graph-in-python-using-matplotlib/), [power spectral density (PSD)](https://matplotlib.org/stable/gallery/lines_bars_and_markers/psd_demo.html), [subplots](https://www.w3schools.com/python/matplotlib_subplot.asp), and many others. To get started with Matplotlib, you can easily install it by following the instructions [here](https://www.w3schools.com/python/matplotlib_getting_started.asp).

**Using matplotlib for plotting the series**

The [plot()](https://www.w3schools.com/python/matplotlib_plotting.asp) function in matplotlib is used to draw points (markers) in a diagram. Parameter 1 is an array containing the points on the x-axis. Parameter 2 is an array containing the points on the y-axis. If we need to plot a line from (1, 3) to (8, 10), we have to pass two arrays [1, 8] and [3, 10] to the plot function.

xpoints = np.array([1, 8])

ypoints = np.array([3, 10])

plt.plot(xpoints, ypoints)

plt.show()

**Calling the plot operation using matplotlib**

plt.plot(df)
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## Plotly

[Plotly](https://www.geeksforgeeks.org/python-plotly-tutorial/) can be used to create web-based data visualizations that can be displayed in Jupyter notebooks or web applications using Dash or saved as individual HTML files.

Plotly provides more than 40 unique [chart types](https://plotly.com/python/) like [scatter plots](https://www.geeksforgeeks.org/python-plotly-tutorial/#3d-scatter-plot-plotly:~:text=Plotly%20in%20Python-,3D%20Scatter%20Plot%20Plotly,-3D%20Scatter%20Plot), histograms, [line charts](https://www.geeksforgeeks.org/python-plotly-tutorial/#:~:text=Output%3A-,3D%20Line%20Plots,-Line%20plot%20in), bar

charts, pie charts, error bars, box plots, multiple axes, sparklines, dendrograms, 3-D charts, and more. Plotly also provides [contour plots](https://plotly.com/python/contour-plots/), which are not that common in other data visualization libraries. You can start with Plotly by installing it with the instructions provided [here](https://www.geeksforgeeks.org/download-and-install-pip-latest-version/).

## Seaborn

[Seaborn](https://www.w3schools.com/python/numpy/numpy_random_seaborn.asp) is a Python data visualization library that is based on Matplotlib and closely integrated with the NumPy and pandas data structures. [Seaborn](https://www.geeksforgeeks.org/introduction-to-seaborn-python/) has various dataset-oriented plotting functions that operate on data frames and arrays that have whole datasets within them. It is a high-level interface for creating beautiful and informative statistical graphics that are integral

to explore and understand data. The Seaborn data graphics can include [bar charts](https://seaborn.pydata.org/generated/seaborn.barplot.html), pie charts, [histograms](https://seaborn.pydata.org/generated/seaborn.histplot.html), scatterplots, error charts, etc. The Seaborn package is imported as sns and by using [load\_dataset](https://www.geeksforgeeks.org/python-seaborn-load_dataset-method/) function we can load any [dataset](https://www.geeksforgeeks.org/seaborn-datasets-for-data-science/) from the seaborn library. There are numerous different datasets available in seaborn that can be accessed directly by load\_dataset. You can get started by installing Seaborn from their website [here](https://seaborn.pydata.org/installing.html).

## Pandas

[Pandas](https://www.w3schools.com/python/pandas/default.asp) is not a data visualization library like the others we have discussed but a data analysis and manipulation library. Even though it's not a data visualization library, it's capable of creating basic plots. It has functions for analyzing, cleaning, exploring, and manipulating data. Pandas can clean messy data sets and make them readable and relevant. If you are just creating plots for exploratory data analysis, Pandas might be highly useful and practical. It makes it easy to manipulate data in tabular form. The [various functions](https://pandas.pydata.org/Pandas_Cheat_Sheet.pdf) of Pandas constitute a powerful and versatile data analysis tool. You can start working with Pandas by using the instruction to install it [here](https://www.geeksforgeeks.org/how-to-install-python-pandas-on-windows-and-linux/).

**Pandas DataFrame**

A [DataFrame](https://www.geeksforgeeks.org/python-pandas-dataframe/) is the core data structure in Pandas. It a 2D tabular data structure with labeled rows and columns, similar to an Excel spreadsheet or a SQL table.The following line of code would be the syntax for a DataFrame:

pandas.DataFrame(data=None, index=None, columns=None, dtype=None, copy=None)

Index and columns are optional and would hold row labels and column labels respectively. Data holds the actual data. It could be a [list](https://youtu.be/jk7iKthzMHA?si=A3Hu_jhACjda-Eyo), [dictionary](https://youtu.be/8Pcnn-HIWGk?si=Spt5kVL8ezKsvs63), [NumPy array](https://youtu.be/-5dJk3WnaOo?si=ekZo6eP2iahdoj8g), etc.

**Creating a DataFrame from a Dictionary**

import pandas as pd

week = {

'Days': ["Monday", "Tuesday", "Wednesday"],

'index': [1, 2, 3]

}

tab = pd.DataFrame(week)

print(tab)

Output:

Days index

0 Monday 1

1 Tuesday 2

2 Wednesday 3

**Creating a DataFrame from a List**

courses = ['DP I', 'DP II', 'Web page Development', 'Data Base']

df = pd.DataFrame(courses)

print(df)

Output:

0

0 DP I

1 DP II

2 Web page Development

3 Data Base

### **Panda Series**

A [Pandas Series](https://www.w3schools.com/python/pandas/pandas_series.asp) is a one dimensional labeled array that can hold any kind of data. Each item in a [Series](https://youtu.be/sZfm63OjWGE?si=WfiN6CDelR5Ks5li) has a label called an index. An index helps access and organize data easier.

x = [10, 20, 30, 40]

ser = pd.Series(x)

print(ser)

**Pandas Histogram**

The plot function of pandas provides different kinds of plots which can be set by "kind" parameter. In this case we assign ‘hist’ to kind to create a histogram.

df1.plot(kind='hist')

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAXgAAAD4CAYAAADmWv3KAAAf30lEQVR4Ae2df6hsV3XHv2lMqvlhI1GrVm9MJAasDTZPUYtakRpEhIJt/ylYkNhHqSmKCLYVNFZrsLZUaxVKRTQVLYml2iZYLSI0Gmv6ojHJS9LU/KhYFNNSUBE0qbd3xzPX8d6ZfWfNd+35zjn7e2C4M3P22mt9v2vvzztv7twZwIcdsAN2wA7YATtgB+yAHbADdsAO2AE7YAfsgB2wA3bADtgBO2AH7IAdsAN2wA7YATtgB+yAHbADW+TAueeeu3vs2DHf7IHXgNeA18CKawDA/VuE8eWlFLj7sAN2wA7YgdUdAHBiOVW36IwBv3pTPdIO2AE7UBww4L0O7IAdsAMTdcCAn2hjLcsO2AE7MGrA/+AHP9i95557dm+//fatvZX6Sp0+7IAdsAObdmDUgC/wvP/++3d/+MMfbtq3lfKVukp9pU4fdsAO2IFNOzBqwJcr922F+6yRpb5Spw87YAfswKYdUAH+IgA3z92+DeC1tTftLHoXzVjAOZY6N734nM8O2IG2DqgAP8/yUwF8E8B5808evG/At10Int0O2IHpObANgL8UwOcPAv3g41UAf94brt3NvK3S7k9+8pO7T33qU3ef8pSn7F555ZULQ3wFv9AWP2kH7EBjB7YB8B8AcPlBoA+Pjw8FntjZ2TlkxUFwZsK9zHXU8eCDD+5ecMEFu3fffffu97///d2LL7549+TJk4fCDtZ5aICfsAN2YCUHsvd4ZL6VCtyyQWrAn74H9/8G8LNLAL//9DZewd9www27l1566X5L3/72t++W28HDgD/oiB/bgfUciAA5e+x6FWuj1ID/VQCf3qd45c42Av6aa67Zveyyy/Y7eNVVV+2++tWv3n88u2PAz5zwTzvAOZAN7ch8XOWaaDXg/xbAKytc3z+1jYC/+uqrDwH+8ssvP9RJA/6QJX7CDqzlQATI2WPXKlgcpAT8GQD+B8DP7FO8cmcbAe+XaMSr1+m7cyAb2pH5xmi2EvAVnB8+tY2Af+CBB3bPP//8h/5SdfZL1ttuu+3QOvAV/CFL/IQdWMuBCJCzx65VsDhoUoBXeHndddftXnjhhQ+9m+Ztb3vbwhIM+IW2+Ek7EHYgG9qR+cLFbkGAAb+BJhjwGzDZKbpwIALk7LFjNNiA30DXDPgNmOwUXTiQDe3IfGM02IDfQNcM+A2Y7BRdOBABcvbYMRo8esD70yTHuOxcsx1Yz4FsaEfmW69ibdSoAe/Pg9cuHme3A5t2IALk7LGb1pqRb9SA9zc6ZSwBz2EHxuNANrQj843HpR9XOmrA/1iG79kBO9CDAxEgZ48do78G/Bi75prtQKcOZEM7Mt8YLTfgx9g112wHOnUgAuTssWO03IAfY9dcsx3o1IFsaEfmG6PlBvwYu+aa7UCnDkSAnD12jJYb8GPsmmu2A506kA3tyHxjtNyAH2PXXLMd6NSBCJCzx47RcgN+jF1zzXagUweyoR2Zb4yWG/Bj7JprtgOdOhABcvbYMVpuwI+xa67ZDnTqQDa0I/ON0XIDfoxdc812oFMHIkDOHjtGyw34MXbNNduBTh3IhnZkvjFabsCPsWuu2Q506kAEyNljx2i5EvDnAPgYgDsB3AHguYe/avvHzyz60u0xGu6a7YAdWN+BbGhH5lu/al2kEvAfAvCqAeGnAyjAX3oY8LpF4sx2YFsciAA5e+y2eBCpQwX4RwK4F8ApS4l+4IQBH2mrx9qBaTqQDe3IfGN0VAX4ZwC4EcAHAXwZwPsBnHmA6eXh8aHAEzs7O2P01zXbgWYOROCUPbaZqCMmztYRme+I0rbytArwzwTwIIBnD1B/N4C3LgD8/lO+gt/K9eOihA5E4JQ9ViU7W0dkPpVmJq8K8I8DcN8+vYHnA7hu7vGhuwY802bHTtGBCJyyx6r8zNYRmU+lmcmrAnwB+PUALhpIfsXeSzTvPET1uScMeKbNjp2iAxE4ZY9V+ZmtIzKfSjOTVwn48jr8CQC3APg4gEfN8fzQXQOeabNjp+hABE7ZY1V+ZuuIzKfSzORVAv4QxGtPGPBMmx07RQcicMoeq/IzW0dkPpVmJq8Bz7jnWDsgdCACp+yxKtnZOiLzqTQzeQ14xj3H2gGhAxE4ZY9Vyc7WEZlPpZnJa8Az7jnWDggdiMApe6xKdraOyHwqzUxeA55xz7F2QOhABE7ZY1Wys3VE5lNpZvIa8Ix7jrUDQgcicMoeq5KdrSMyn0ozk9eAZ9xzrB0QOhCBU/ZYlexsHZH5VJqZvAY8455j7YDQgQicsseqZGfriMyn0szkNeAZ9xxrB4QOROCUPVYlO1tHZD6VZiavAc+451g7IHQgAqfssSrZ2Toi86k0M3kNeMY9x9oBoQMROGWPVcnO1hGZT6WZyWvAM+451g4IHYjAKXusSna2jsh8Ks1MXgOecc+xdkDoQARO2WNVsrN1ROZTaWbyGvCMe461A0IHInDKHquSna0jMp9KM5PXgGfcc6wdEDoQgVP2WJXsbB2R+VSambwGPOOeY+2A0IEInLLHqmRn64jMp9LM5DXgGfccaweEDkTglD1WJTtbR2Q+lWYmrwHPuOdYOyB0IAKn7LEq2dk6IvOpNDN5DXjGPcfaAaEDEThlj1XJztYRmU+lmclrwDPuOdYOCB2IwCl7rEp2to7IfCrNTF4DnnHPsXZA6EAETtljVbKzdUTmU2lm8hrwjHuOtQNCByJwyh6rkp2tIzKfSjOTVwn4+wDcCuDmVYo4duwYo9OxdmByDkTglD1WZWa2jsh8Ks1M3lXYikZHAfyjV53bgGfa7NgpOhCBU/ZYlZ/ZOiLzqTQzeQ14xj3H2gGhAxE4ZY9Vyc7WEZlPpZnJqwT8vQC+BOAmAMeXXMmX50+U287ODqPTsXZgcg5E4JQ9VmVmto7IfCrNTF4l4J8wQP2xAL4C4AVLIP/Q036JhmmzY6foQARO2WNVfmbriMyn0szkVQJ+nudXAHj9/BMH7xvwTJsdO0UHInDKHqvyM1tHZD6VZiavCvBnAjh7gHi5fwOAlxyE+vxjA55ps2On6EAETtljVX5m64jMp9LM5FUB/oLhZZny0sxJAG+ch/mi+wY802bHTtGBCJyyx6r8zNYRmU+lmcmrAvwihlefM+CZNjt2ig5E4JQ9VuVnto7IfCrNTF4DnnHPsXZA6EAETtljVbKzdUTmU2lm8hrwjHuOtQNCByJwyh6rkp2tIzKfSjOT14Bn3HOsHRA6EIFT9liV7GwdkflUmpm8BjzjnmPtgNCBCJyyx6pkZ+uIzKfSzOQ14Bn3HGsHhA5E4JQ9ViU7W0dkPpVmJq8Bz7jnWDsgdCACp+yxKtnZOiLzqTQzeQ14xj3H2gGhAxE4ZY9Vyc7WEZlPpZnJa8Az7jnWDggdiMApe6xKdraOyHwqzUxeA55xz7F2QOhABE7ZY1Wys3VE5lNpZvIa8Ix7jrUDQgcicMoeq5KdrSMyn0ozkzcD8E+vfsZA0kl/VAHTZsdO0YEInLLHqvzM1hGZT6WZyZsB+M8BuBHA7wI4J4nnh6Yx4Jk2O3aKDkTglD1W5We2jsh8Ks1M3gzAFxhfCOBKAF8F8BEALz5EaPIJA55ps2On6EAETtljVX5m64jMp9LM5M0CfMH3qQB+DcB/AbgDwJ0AXk5yfT/cgGfa7NgpOhCBU/ZYlZ/ZOiLzqTQzeTMAfzGAPwdwF4D3ArhkoHL5Sr7/3Cc0eceAZ9rs2Ck6EIFT9liVn9k6IvOpNDN5MwD/LwBeAeARCxhenk85DHimzY6dogMROGWPVfmZrSMyn0ozkzcD8GcNL8/MQP5TAM6YPcj6acAzbXbsFB2IwCl7rMrPbB2R+VSambwZgP9XAAXys6PcL9+xmnoY8EybHTtFByJwyh6r8jNbR2Q+lWYmbwbgb15A8kXPLRi2+lMGPNNmx07RgQicsseq/MzWEZlPpZnJmwH4z8/9YrUQ+xiAL6yO7tVGGvBMmx07RQcicMoeq/IzW0dkPpVmJm8G4J+190vWuwFcP9zKe+EL5Fc5ylsrvwzg2qMGG/BMmx07RQcicMoeq/IzW0dkPpVmJm8G4AubTwNQPrLgF4b7R/F6dv51wx9GGfBMFx3bpQMROGWPVRmerSMyn0ozkzcL8L+09z743wTwW3O3GcSX/XwigM8AeJGv4JkWOrZXByJwyh6r8jxbR2Q+lWYmbwbg/2Z418z7ALxnuP3FMqrPPf+x4aWcF1YAf3wo8MTOzg6j07EdOBDZrJljVdZmaojOZc0qB2J5MwBfPpbglDlwr3L3ZQDKPwjlqAF+GAL4NfhYY3scHYVU1niV11n1rzOPNasciOXNAPw1AB6/T+LV7pQPJvs6gPsAfBPA9wB8uBZqwMca2+PodUCVEaPyOqP2deewZpUDsbwZgP8sgP8F8Km9t0v+w9ytxuv5c76Cj/XMo5c4sC6s2Lgl5TR/mq2biW8ubkkCpmY2dklJW/10BuB/GcCi2zzEa/cN+K1eIuMpjt3A68arHFq33ow4a1Y5EMubAfgC7/MA/MpA8fI5NGfXiL7OOb9EE2tsj6MzwLXOHCqv16k1K8aaVQ7E8mYA/rcB/Nvwx06F3eXLP8rbH1MPAz7W2B5HZ8ErOo/K62idmeOtWeVALG8G4Mvnzpw+/EXqDOq3zu5k/TTgY43tcXQmwCJzqbyO1Jg91ppVDsTyZgD+iwPEy0cOlONhe9/kdMtwP+2HAR9rbI+jsyG26nwqr1etr8U4a1Y5EMubAfg/AfCHw1f0le9i/fu9jyv44zSyDxMZ8LHG9ji6BchWmVPl9Sq1tRpjzSoHYnkzAF++4KO8Dl/eD1/+OrXcj/7h05H/Hhjwscb2OLoVzI6aV+X1UXW1PG/NKgdieTMAfyScMwYY8LHG9ji6JdBqc6u8rtXU+pw1qxyI5c0A/L17HzB2z4JbBtf35zDgY43tcXRrqC2bX+X1sno28bw1qxyI5c0A/Ll7HzA2u/0cgNcC+KN9MifdMeBjje1x9CbAtiiHyutFtWzqOWtWORDLmwH4RQj/3KInmecM+Fhjexy9KbgdzKPy+mAdm3xszSoHYnkzAH/J8JV95ecz9z487HcAfIWB+aJYAz7W2B5HbxJw87lUXs/XsOn71qxyIJY3A/Dlw8Zmt38G8NcALloEaeY5Az7W2B5Hbxpys3wqr2f5FT+tWeVALG8G4BlurxxrwMca2+NoBehKTtWh0mvNqo7H82YAvnyvau22MsRrAw34eHN7i1ABT+WzSq8Br+p4PG8G4D8C4D/2PkHyz4bbXQDeD+DNw63G7ZXPGfDx5vYWoQKeymeVXgNe1fF43gzAf/rAxwOXjwr+p5XJveJAAz7e3N4iVMBT+azSa8CrOh7PmwH4OwH89Byny/3yXOphwMeb21uECngqn1V6DXhVx+N5MwD/xuFtkVcML8mUjw8uHz6Wehjw8eb2FqECnspnlV4DXtXxeN4MwBeQl/fAv2a4/WIq2YfJDPh4c3uLUAFP5bNKrwGv6ng8bxbgnwfglQOLHwPg/GzIG/Dx5vYWoQKeymeVXgNe1fF43gzAl3fL/COA8u6ZcjwBwOeH+2k/DPh4c3uLUAFP5bNKrwGv6ng8bwbgy2vu5fPfZ9/oVKDub3SK98IRpAMq4JFlrx2u0mvAr92yjQdmAP7G4TL9S8PPM1cA/MMBlLjymTUn9/6BeMtRl/q+gt/42hhdQhXwVEap9Brwqo7H82YA/vUA/mr4PPjybU5fAPB7RwC7XPGfNYw5DUD5Xtfn1GIM+Hhze4tQAU/ls0qvAa/qeDwvC/gC6iftveZevov1nXvQ/tPhfo3VB8+dAaBc/T/74In5xwZ8vLm9RaiAp/JZpdeAV3U8npcFfGHwTfMgDtw/FUB5/f67AN6xJO74UOCJnZ2duLqOI1SbX2l5b5pVeg145SqP5c4A/HsBPGsJoFd5+pzh44afXhvsK/hYY1WbP1Zl7ujeNKv0GvC567blbBmAvx3A/wG4e/jl6q0r/JL1IMvLWy3La/lLDwM+tgxUmz9WZe7o3jSr9Brwueu25WwM4HcGGp8HYNFtKawBlD+GKlfu5XgEgOv3CnnZ8HjhDwM+tgxUmz9WZe7o3jSr9Brwueu25WwM4GdviyxA/ruFVF7+5MXD++bL++VvA/Cm5UN/dMaAjy0D1eaPVZk7ujfNKr0GfO66bTkbA/j5P2yav38Uq9c6b8DHloFq88eqzB3dm2aVXgM+d922nI0B/PwV/Pz9tQB+VJABH1sGqs0fqzJ3dG+aVXoN+Nx123I2BvDlF6vfBvAdAA8O92ePy8/Uw4CPLQPV5o9VmTu6N80qvQZ87rptORsD+FSAHzWZAR9bBqrNH6syd3RvmlV6DfjcddtyNgO+pbvCuVWbXyh5tzfNKr0GvHKVx3Ib8DG/RjNatfmVBvWmWaXXgFeu8lhuAz7m12hGqza/0qDeNKv0GvDKVR7LbcDH/BrNaNXmVxrUm2aVXgNeucpjuQ34mF+jGa3a/EqDetOs0mvAK1d5LLcBH/NrNKNVm19pUG+aVXoNeOUqj+U24GN+jWa0avMrDepNs0qvAa9c5bHcBnzMr9GMVm1+pUG9aVbpNeCVqzyW24CP+TWa0arNrzSoN80qvQa8cpXHchvwMb9GM1q1+ZUG9aZZpdeAV67yWG4DPubXaEarNr/SoN40q/Qa8MpVHsttwMf8Gs1o1eZXGtSbZpVeA165ymO5DfiYX6MZrdr8SoN606zSa8ArV3kstwEf82s0o1WbX2lQb5pVeg145SqP5TbgY36NZrRq8ysN6k2zSq8Br1zlsdwGfMyv0YxWbX6lQb1pVuk14JWrPJbbgI/5NZrRqs2vNKg3zSq9BrxylcdyqwD/JACfBXAHgJMAXuNvdIo17qjRqs1/VF0tz/emWaXXgG+5inPnVgH+8QAuGaB+NoC7ADytBnl/ZV+s8arNH6syd3RvmlV6DfjcddtyNhXgD7L8EwBefPDJ+ccGfGwZqDZ/rMrc0b1pVuk14HPXbcvZtgHwTwbwNQCPnAf6wfsGfGwZqDZ/rMrc0b1pVuk14HPXbcvZ1IA/C8BNAF5+EOjD4+NDgSd2dnbW9kG1EdYuOCHQmq/d2JdwJ7RrrSlUPe4V8Cq/11ocQ5AS8KcB+BSA1y2B+088zVzBj7ExTFNLrDUb8C3XALs+141vqWlb517XqxKnAvwpAK4C8K6foHjlgQEfa7NqscaqzB3dm2aV3pJXdSg1q3IzXqsA/zwA5V+XWwDcPNxeWuE7DPhYm8e4GGMKD4/uTbNKb8mrOpSaVbkZr1WAr7F84TkDPtbmMS7GmMLDo3vTrNJb8qoOpWZVbsZrA/4N7V6rZRrDxo5xMVpzzAFVj0te1aHUrMrNeG3AG/Cpv5BlFiMbO8YNyGhW6S15VYdSsyo347UBb8Ab8OQaYDYgE6sCjgHf7n/9i3rKrBEDntzcixoye45pDBs7q2HTP9m6mfhNa53lY2pmYmf5FT+ZuplYhVZ1TsYvA96A9xU8uQaYDcjEKsHD1M3EKjWrcjN+GfDk5q41nWkMG1urq+U5tm4mvqWu2txMzUxsrabW55i6mdjWurZxfsYvA96A9xU8uQaYDcjEKmHE1M3EKjWrcjN+GfDk5q41nWkMG1urq+U5tm4mvqWu2txMzUxsrabW55i6mdjWurZxfsYvA96A9xU8uQaYDcjEKmHE1M3EKjWrcjN+GfDk5q41nWkMG1urq+U5tm4mvqWu2txMzUxsrabW55i6mdjWurZxfsYvA96A9xU8uQaYDcjEKmHE1M3EKjWrcjN+GfDk5q41nWkMG1urq+U5tm4mvqWu2txMzUxsrabW55i6mdjWurZxfsYvA96A9xU8uQaYDcjEKmHE1M3EKjWrcjN+GfDk5q41nWkMG1urq+U5tm4mvqWu2txMzUxsrabW55i6mdjWurZxfsYvA96A9xU8uQaYDcjEKmHE1M3EKjWrcjN+GfDk5q41nWkMG1urq+U5tm4mvqWu2txMzUxsrabW55i6mdjWurZxfsYvA96A9xU8uQaYDcjEKmHE1M3EKjWrcjN+GfDk5q41nWkMG1urq+U5tm4mvqWu2txMzUxsrabW55i6mdjWurZxfsYvA96A9xU8uQaYDcjEKmHE1M3EKjWrcjN+GfDk5q41nWkMG1urq+U5tm4mvqWu2txMzUxsrabW55i6mdjWurZxfsYvA96A9xU8uQaYDcjEKmHE1M3EKjWrcjN+qQD/AQDfAnAbVjyOHTu2ts4xNmZtsUOgNW/ua9XYXq0br+pxyas6lJpVuRmvVYB/AYBLDHimdfXYMS7GuqKjz/amWaW35FUdSs2q3IzXKsCX6/YnG/BM6+qxY1yMdUVHn+1Ns0pvyas6lJpVuRmvtx3wx4cCT+zs7Kytc4yNWVvsEGjNfomm5Rpg1+e68S01bevc63pV4rYd8Puv0Ps1+FibVYs1VmXu6N40q/SWvKpDqVmVm/HagCffQVFrOtMYNrZWV8tzbN1MfEtdtbmZmpnYWk2tzzF1M7GtdW3j/IxfBrwB77dJkmuA2YBMrBJGTN1MrFKzKjfjlwrwHwXwDQAPAPg6gMv2X4tZcscv0cTaPMbFGFN4eHRvmlV6S17VodSsys14rQL8Eowvf9qAj7V5jIsxpvDw6N40q/SWvKpDqVmVm/HagCf/e15rOtMYNrZWV8tzbN1MfEtdtbmZmpnYWk2tzzF1M7GtdW3j/IxfBrwB79fgyTXAbEAmVgkjpm4mVqlZlZvxy4AnN3et6Uxj2NhaXS3PsXUz8S111eZmamZiazW1PsfUzcS21rWN8zN+GfAGvK/gyTXAbEAmVgkjpm4mVqlZlZvxy4AnN3et6Uxj2NhaXS3PsXUz8S111eZmamZiazW1PsfUzcS21rWN8zN+GfAGvK/gyTXAbEAmVgkjpm4mVqlZlZvxy4AnN3et6Uxj2NhaXS3PsXUz8S111eZmamZiazW1PsfUzcS21rWN8zN+GfAGvK/gyTXAbEAmVgkjpm4mVqlZlZvxy4AnN3et6Uxj2NhaXS3PsXUz8S111eZmamZiazW1PsfUzcS21rWN8zN+GfAGvK/gyTXAbEAmVgkjpm4mVqlZlZvxy4AnN3et6Uxj2NhaXS3PsXUz8S111eZmamZiazW1PsfUzcS21rWN8zN+GfAGvK/gyTXAbEAmVgkjpm4mVqlZlZvxy4AnN3et6Uxj2NhaXS3PsXUz8S111eZmamZiazW1PsfUzcS21rWN8zN+GfAGvK/gyTXAbEAmVgkjpm4mVqlZlZvxy4AnN3et6Uxj2NhaXS3PsXUz8S111eZmamZiazW1PsfUzcS21rWN8zN+GfAGvK/gyTXAbEAmVgkjpm4mVqlZlZvxy4AnN3et6Uxj2NhaXS3PsXUz8S111eZmamZiazW1PsfUzcS21rWN8zN+GfAGvK/gyTXAbEAmVgkjpm4mVqlZlZvxy4AnN3et6Uxj2NhaXS3PsXUz8S111eZmamZiazW1PsfUzcS21rWN8zN+GfAGvK/gyTXAbEAmVgkjpm4mVqlZlZvxy4AnN3et6Uxj2NhaXS3PsXUz8S111eZmamZiazW1PsfUzcS21rWN8zN+KQH/EgD/DuCrAH4fRxzHjh1bW6eqaWsXnBBozdem/s+k5mdCu9aaolZT63NrFZwQ1FrXNs7P2KYC/KkA7gZwAYDTAXwFwNNqjDfgY21WLdRYlbmje9Os0lvyqg6lZlVuxmsV4J8L4FNzQP8DAOW29DDgY20e42KMKTw8ujfNKr0lr+pQalblZrxWAf7XAbx/juavAPCXc49nd48PBZ4A8J25++Vx5HZfcHxk7m0da82xNbKtfazV5R5Pv8el/0yf75/BdJM/f2MB4N/TsIBiUm+HNU+/4+7x9HtcFI6uz+GXaMg+js4gUu8oF4U1hx3wug5bNsqA0fX5YQDuAXD+3C9Zf76h9aMzKMELa04wccuncI+3vEFJ5Y2yzy8FcNfwbpo3JhmxbJryWn5vhzVPv+Pu8fR7XBT22Oc+OmuVdsAO2AE7YAfsgB2wA3bADtgBO2AH7IAdGL8DHwDwLQC3jV/KSgqeBOCzAO4AcBLAa1aKGveghwO4cfhr6KL5LeOWE6q+/EX4lwFcG4oa7+DyfvBbAdw8xrcOrmn7OQA+BuDOYV+XdyD6GBx4AYBLOgL84we9Rf7Zwy+xqx8BMYGVcgqAswYdpwH4IoDnTEDXKhJeB+AjnQH+0asYM6ExHwLwqkFP+ViXAnwfcw48uSPAz8l+6O4nALz44JMTfnwGgC8BePaENc6kPRHAZwC8yICfWTK5n48EcO/e/0rLRYyPJQ70Cvii+2sAyiKZ+lFeqij/bf8ugHdMXeygr/y3/RiAF3YE+AK78g/4TZ28dfAZw8uPHxxeiisf73JmJ+t7ZZk9Ar68ZFE2wctXdmkaA8t/X8vvIJ4+DTlLVbwMwPuGsz0B/gmD5scOv3MpL8FO+XgmgAfn/kf6bgBvnbLgdbT1BvjyOnT5pM7y+myPx5v3ruRfP3HhV+69Lvv14UOovgngewA+PHHNB+Vd0UGfHzf0eKb9+QCumz3wzx850BPgy2t1V+39IuZdHTX/MXO/eHoEgOv33mFRrnB7OXq5gi8vTZQ3DpSj3L8BQPnSoKkfZT1fNIgs/6i9c+qCI/o+CuAbAB4YrnguiwSPcOzzAOzuvTRzy/CadHldunwkxJSPi4fXJ4vm8nbYN01Z7AJtvQC+fDlQ+WKgcitvh2398SYLrJY8VV6HL59FU9b3xwE8SlKFk9oBO2AH7IAdsAN2wA7YATtgB+yAHbADdsAO2AE7YAfsgB2wA3bADtgBO2AH7IAdsAN2wA7YATtgB+yAHbADdsAO2AE7YAfsgB0QO/D/TpXp2qTR99QAAAAASUVORK5CYII=)

**The date\_range() function**

The date\_range() function in Pandas is used to create a sequence of dates. This is useful when you're working with time series data or want to generate a timeline for your DataFrame.

Syntax:

pandas.date\_range(start=None, end=None, periods=None, freq=None, tz=None, normalize=False, name=None, closed=None)

Here’s what those parameters mean:

* start: The starting date of the range.
* end: The ending date of the range.
* periods: The number of dates to generate.
* freq: The frequency between each date (e.g., 'D' for daily, 'H' for hourly, '5H' for every 5 hours, etc.).
* tz: Time zone (optional)
* normalize: If True, the start and end dates will be set to midnight.
* name: Name of the resulting date index (optional)
* closed: Choose if the interval should include the start ('left'), the end ('right'), or both (None means include both by default).

In this example below, we’re creating a DataFrame in Pandas with 1000 rows of random data. First, we use [randn](https://www.w3schools.com/python/numpy/numpy_random.asp)(1000) from NumPy to generate 1000 random numbers. Then, we use pd.date\_range() to create a sequence of 1000 dates starting from June 7, 2019. These dates are used as the index of the DataFrame, meaning each row is labeled with a date. The columns=['value'] part just gives a name to the column of random numbers. Finally, df.head(10) shows us the first 10 rows of the DataFrame so we can see what it looks like

from numpy.random import randn, randint, uniform, sample

#date\_range we have to give initial data and in periods we have to number of dates

df = pd.DataFrame(randn(1000), index = pd.date\_range('2019-06-07', periods = 1000), columns=['value'])

df.head(10)

## NumPy

[Numpy](https://www.geeksforgeeks.org/python-numpy/), short for Numerical Python, is a powerful Python library used for working with arrays and performing complex mathematical operations efficiently. While Python has built-in lists, they are slower and less efficient for numerical tasks. Numpy introduces a special data structure called [ndarray](https://www.w3schools.com/python/numpy/numpy_creating_arrays.asp) (n-dimensional array), which stores data in a single continuous block of memory. This allows for much faster processing and manipulation, especially when working with large data sets. With NumPy, you can easily perform mathematical and logical operations on arrays, work with linear algebra, reshape data, generate random numbers, and so much more. These [built-in functions](https://www.codecademy.com/resources/docs/numpy/built-in-functions) make it a key tool for scientific and numerical computing. NumPy is often used alongside other popular libraries like [SciPy](https://www.w3schools.com/python/scipy/scipy_intro.php) and Matplotlib. Together, they form a powerful Python-based alternative to [MATLAB](https://www.mathworks.com/discovery/what-is-matlab.html), which is widely used in engineering and data science but it requires a paid license unlike NumPy. NumPy is completely open source and free to use. To get started with NumPy, you can easily install it by following the instructions on the [official website](https://numpy.org/install).

**The cumsum() function**

The [cumsum() function](https://www.geeksforgeeks.org/numpy-cumsum-in-python/) returns the cumulative sum of the elements along a given axis.

a = np.array([[1,2,3], [4,5,6]])

np.cumsum(a)

## Working with Datasets

Try these examples on your own and feel free to explore everything python libraries can achieve.

Don’t forget to install and import the libraries you will need.

import numpy as np

import pandas as pd

import seaborn as sns

import matplotlib.pyplot as plt

**IRIS Dataset**

The [IRIS dataset](https://www.geeksforgeeks.org/iris-dataset/) is a well known and widely used dataset in Python and data science for practicing machine learning and data analysis. It contains information about 150 different flowers from three species of iris. Each flower is described by four features: sepal length, sepal width, petal length, and petal width. There are many other types of datasets that are available in seaborn that can be accessed directly by load\_dataset. Load IRIS dataset from seaborn library load\_dataset and this will get the dataset from the library.

iris = sns.load\_dataset('iris')

iris.head(10)

The first line of code loads the dataset while the second shows the first 10 rows of the dataset. You could put any valid number in to replace 10, but we stick with 10 for now just to get a quick look at the data. Now we can use this dataset to practice numerous techniques in data visualization.

**Labeling a Line Graph**

We can label the graph using the title parameter, set\_xlabel will set the label for x axis and set\_ylabel will set the label for Y axis.

ax = iris.plot(figsize=(10,10), title='Iris Dataset plotting')

ax.set\_xlabel('X\_cooridnate')

ax.set\_ylabel('Y\_coordinate')

This should output a graph that has the title ‘Iris Dataset plotting’ and coordinates named ‘X\_cooridnate’ and ‘Y\_coordinate’.

**Drop a Column**

In case if we want to drop any column from plotting, we can call the drop function as follows:

df = iris.drop(['species'], axis = 1)

df

This code drops the column named ‘species’ and outputs the result in a table.

This code drops the column named ‘petal\_width’ and outputs the result in a table. Notice that a different value is assigned to this block of code (df1) so the ‘species’ column you dropped above will appear in this data.

df1 = iris.drop(['petal\_width'], axis = 1)

df1

Now you can plot this data:

ax = df1.plot(figsize=(10,10), title='Iris Dataset')

This will output a graph without the column ‘petal\_width’ column we dropped from df1.

**Select and Plot Particular Row**

Selecting and plotting particular rows from a dataset can be helpful when you want to focus on specific data points like comparing one flower's measurements in the IRIS dataset to another. It allows you to analyze individual examples in more detail which could be great for understanding outliers or testing out visualization on a smaller scale before applying them to the whole dataset. The two lines of code below will select the row specified and output the data.

#select particular row based on the index values

df.iloc[0]

df.iloc[149]

This line below will create a bar chart of the information on the row specified.

# to plot the particular row

df.iloc[0].plot(kind='bar')

This does the exact same thing as the line above, .bar() is just a simpler way to write it instead of using kind='bar'. Both are valid and give the same result.

#bar is function that is subset of plot which can be called instead of kind parameter

df.iloc[0].plot.bar()

**Histogram Plot**

Histogram plots are useful when you want to see the distribution of values in your data. This will help you understand the shape of the data. One way of plotting a histogram is the line of code below:

iris.plot.hist()

This creates histograms for all the numeric columns in the Iris dataset. Each feature (like sepal length, petal width, etc.) will be shown in the same plot to give you an overall idea of how the values are spread. We can also use the line below to accomplish the same task.

iris.plot(kind = 'hist')

You can also look at just one set of data within the data if you wanted. The code below creates a histogram just for the sepal length column. It shows how many flowers have certain sepal lengths, making it easier to focus on that one feature.

iris['sepal\_length'].plot.hist()

Df1, like we discussed above, is a filtered version of the IRIS dataset. The code below will create a histogram for all columns in df1 just like it did for IRIS.

df1.plot.hist()

**Stacked Bar**

A stacked bar plot is a kind of bar graph in which each bar is visually divided into sub bars to represent multiple column data at once. To plot the Stacked Bar plot we need to specify stacked=True in the plot method. We can also pass the list of colors as we need to color each sub bar in a bar.

The code below creates a stacked histogram for all the numeric columns in the Iris dataset. Each column's values are stacked on top of each other for each bin (range of values), giving you a clearer idea of how the features add up together. In this case, bins is set to 150 since there are 150 rows of data in the IRIS dataset.

iris.plot(kind = 'hist', stacked = True, bins = 150)

Next is a regular, non-stacked histogram with the same number of bins. Each feature is overlaid in the same plot but not stacked, so it may be harder to tell them apart.

iris.plot(kind = 'hist', bins = 150)

Lastly, a horizontal stacked histogram, which flips the bars so they go left to right instead of up and down. It's useful when you want a different layout or when labels on the x-axis are too long.

#horizontal graph

iris.plot(kind = 'hist', stacked = True, bins = 50, orientation = 'horizontal')

You can also add a list of colors if you want to style each sub bar differently.

**Tracking Changes in Data Using diff()**

The [diff() function](https://www.w3schools.com/python/pandas/ref_df_diff.asp) calculates the difference of a DataFrame element compared with another element in the DataFrame. Basically, the difference between the previous data and current data. It’s helpful when you want to see how much a value has increased or decreased compared to the previous one.

The line of code below will show the difference between each sepal width value and the one before it. If a value goes up or down, this function tells you by how much.

iris['sepal\_width'].diff()

This next line will create a stacked histogram showing how much the sepal width values change from row to row. It's a great way to see if most changes are small, large, or stay the same.

iris['sepal\_width'].diff().plot(kind = 'hist', stacked = True, bins = 50)

If you will recall, we removed the ‘species’ column from df earlier. In this next line, diff() is applied to the rest of the numeric columns and .head() will show the first five rows of differences.

df = iris.drop(['species'], axis = 1)

df.diff().head()

This last line will create histograms for all the differences across the numeric columns. The color='b' makes the bars blue, and alpha=0.8 sets the transparency so overlapping bars can still be seen. figsize=(10,10) adjusts the size of the entire plot window.

#color specifies the color value and alpha denotes the transparency of the color

df.diff().hist(color = 'b', alpha = 0.8, figsize=(10,10))

**Scatter Plot**

A scatter plot is a type of graph that helps you see how two things are related. Each dot on the graph stands for one row of data, with one value on the x-axis and the other on the y-axis. It’s really helpful when you want to look for patterns, trends, or groups in your data.

In the scatter plot we have to give the sepal\_length in x axis and petal\_length in y axis.

iris.plot.scatter(x = 'sepal\_length', y = 'petal\_length')

This code below will accomplish the same as the previous plot, but also colors each point based on sepal width, which adds a third variable to the plot.

iris.plot.scatter(x = 'sepal\_length', y = 'petal\_length', c = 'sepal\_width')

This next line adds a label to the graph elements, which can help make the plot easier to understand, especially if you're using a legend.

#label parameter will take the labelling for the graph element

iris.plot.scatter(x = 'sepal\_length', y = 'petal\_length', label = 'Length');

This next line changes the variables being compared and also sets the color to green using color='g'.

iris.plot.scatter(x = 'sepal\_width', y = 'petal\_width', label = 'Width', color = 'g')

This version changes the size of the points using s=100, making the dots larger. It still uses color (c='sepal\_width') to show an extra dimension of data.

#s denotes the diameter of the plotting elements

iris.plot.scatter(x = 'sepal\_length', y = 'petal\_length', c = 'sepal\_width', s = 100)

**Hexbin**

A hexbin plot is similar to a scatter plot, but instead of plotting individual points, it groups them into hexagon-shaped bins. This is especially useful when you have a lot of overlapping data points, making it hard to see patterns in a regular scatter plot. Grid size denotes the size of the hexbin, smaller values have big hexagons and larger values will create smaller hexagons.

#you can change the shape of the plot

iris.plot.hexbin(x = 'sepal\_length', y = 'petal\_length', gridsize = 15, C = 'sepal\_width')

This makes a hexbin plot with sepal length on the x-axis and petal length on the y-axis. The gridsize=15 controls how big or small the hexagons are—a smaller number gives you bigger hexagons, while a larger number makes them smaller and more detailed. The C='sepal\_width' part changes the color of each hexagon based on the average sepal width of the points inside it. Darker or brighter colors mean a higher value.

**Pie Chart**

A pie chart is used to show how parts make up a whole. Each "slice" of the pie represents a different category or value, and the size of each slice shows how much it contributes to the total.

df = iris.drop(['species'], axis = 1)

d = df.iloc[0]

d.plot.pie(figsize = (10,10))

This code first removes the ‘species’ column from the Iris dataset since pie charts are used for numerical data generally and species is categorical. Then, the first row of the dataset is selected which contains the measurements for one flower. The last line creates the pie chart using the values defined in the lines above it.

**Creating and Customizing Pie Chart Subplots**

Subplots allow you to display multiple charts in one figure, making it easy to compare different data sets side by side. In this case, subplots are created for the different elements of the data to show how they each contribute to the whole.

The line below will create subplots for each value in row d and displays them as pie charts.

#subplots will be created for index 0,1 and 2

d.plot.pie(subplots = True, figsize = (20, 20))

This next line is another version of the original subplots above. This version customizes the pie charts by setting the font size (fontsize=10) and adding percentage values to each slice with autopct='%.2f', which shows the percentage of each slice to two decimal places.

d.plot.pie(subplots = True, figsize = (20, 20), fontsize = 10, autopct = '%.2f')

In this last block of code, a new series is created with 5 equally distributed values (all 0.2) and labeled with 'a', 'b', 'c', 'd', and 'e'. This is then plotted as a pie chart. The name='Pie Plot' adds a title to the chart.

#adding index and title to pie plot

series = pd.Series([0.2]\*5, index = ['a','b','c', 'd','e'], name = 'Pie Plot')

series.plot.pie()

You can create subplots with all different types of plots and charts.

**Matrix Plot**

A matrix plot is useful when you want to see the relationships between all pairs of features in a dataset. Instead of plotting one feature against another individually, a matrix plot shows all of them together. This can help you spot patterns and see how the different features interact with each other.

First, you will need to import the library to help create a matrix plot.

from pandas.plotting import scatter\_matrix

This next command will give us information on how to use scatter\_matrix. It will show all available options and what each parameter does.

help(scatter\_matrix)

Next, you can plot the matrix plot. Try both plots below to see the differences.

#plotting all column vs all column

scatter\_matrix(df, figsize= (8,8), color = 'r', alpha=0.5)

plt.show()

#plotting all column vs all column

scatter\_matrix(df, figsize= (8,8), diagonal='kde', color = 'r', alpha=0.5)

plt.show()

## Reference and Additional Materials:

<https://matplotlib.org>

<https://www.geeksforgeeks.org/libraries-in-python/>

<https://www.simplilearn.com/tutorials/python-tutorial/>

<https://www.geeksforgeeks.org/python-plotly-tutorial/>

<https://plotly.com/python/>

<https://seaborn.pydata.org/>